APARTADO 4

# ¿Por qué Python?

La razón es la sencillez y capacidad de este lenguaje para el análisis y tratamiento de los datos gracias a librerías como Pandas o Numpy. Base gran parte de la metodología de análisis usada en este proyecto en el libro: LIBRO.

Las distintas posibilidades que se barajaron antes de empezar fueron Java, Android, R y Python. Al final me decanté por Python por diferentes motivos, el primero en ser descartado fue Java, tras un estudio inicial sobre lo que quería hacer y el como hacerlo, me di cuenta que necesitaba un lenguaje potente que me dejase tratar los datos con claridad para su análisis, y después de leer varios artículos como: REF\_ARTICULOS, me percaté de que Java no era la mejor opción, estos artículos siempre te orientaban hacia Python y R. Entonces, ¿Por qué Android?, por la sencilla razón de que este trabajo está desarrollado para unir el mundo de la dietoterapia, y las ciencias de la Salud con la informática para hacer que el usuario tenga un fácil aprendizaje de dicha metodología. A mi parecer la forma más clara y rápida de llevar al usuario dicha tecnología es a través de su SmartPhone, pero se acabó descartando debido a la falta de conocimientos sobre sistemas Android. A estas alturas ya solo me quedaba elegir entre Python y R, tras indagar superficialmente sobre ambos lenguajes para el análisis y el tratamiento de datos, se llego a la conclusión que ambos lenguajes tienen una forma de trabajar muy similares, y entonces la decisión fue clara, debido a que he trabajado en numerosas ocasiones con Python y la sintaxis de R para mi era desconocida, al final, me decante por Python.

# Metodología

## Introducción

En este subapartado explicaremos el cómo y porque se ha tratado los datos en este TFG además de los diferentes cálculos internos que se realizan para el sistema de recomendaciones, cálculos, etc.

## Excel y Pandas

Se usará la herramienta de Microsoft, Excel, para trabajar como una base de datos, y poder tratarlos en forma de DataFrame, esta particularidad, nos la da la librería de Pandas. Hay un Excel para la base de datos genérica, y otro para la base de históricos. Se leen los datos automáticamente en cuanto el usuario entra en la aplicación, pero solo se guarda si el usuario así lo desea.

## DataFrame

Se usan los DataFrame, para llevar un registro de todos los datos que el programa necesita, se tiene en cuenta tanto las bases de datos de los alimentos, usuarios y comidas como lo que el usuario lleva en el día.

Los alimentos se tratan en el momento en el que se registra el usuario, de manera que, se separan las comidas de la lista principal, creando 5 listas (Desayuno, Merienda, Comida, Almuerzo y Cena), se tratan por separado y se filtran por el umbral, el umbral es un medidor de calidad de la comida, para qué solo te muestre lo más sano en un principio, y se van actualizando sensibles a los cambios de la aplicación. Si se refresca la página aumenta el umbral para que sea mas amplia las posibilidades de comida, aunque esto signifique una peor alimentación. Con cada elección se actualizan el resto de las comidas, para que se ajuste al máximo la dieta a sus necesidades, se ordena por la formula que se hablará mas adelante, se crea la variable “dif” que sale de esta fórmula, y este es el eje principal de las recomendaciones, cada vez que se elige una comida, la comida se almacena para poder tratarla mas tarde, en cuanto se selecciona los botones se desactivan, y se cambia el botón seleccionar a editar, para que se pueda editar en cualquier momento. Cada vez que se elige una comida se reparte las calorías sobrantes/que faltan, y se recalculan las posibilidades.

# Estructura del programa

## Introducción

En un principio se pensó en hace una estructura MVC clásica pero conforme el proyecto fue creciendo, y prácticamente de manera imperceptible se convirtió en una versión un tanto modificada de este modelo.

La estructura se basa en cuatro módulos principales, además de las librerías pertinentes, obviamente.

1. Main – Tronco del programa
2. Vistas – Relacionado con la parte visual
3. CalculosDieta – Todo calculo usado en el programa
4. AdminBase – Todo proceso relacionado con la base de datos

En los apartados siguientes se hablará de manera extensa sobre las librerías utilizadas y los módulos creados para el desarrollo de esta aplicación, por el momento, este apartado será explicando en que deriva y se basa dicha estructura, conforme el MVC clásico y cuales son las consecuencias de esto.

## Cálculos, Administración y Vista

Podríamos llamar propiamente a este modelo el CAV, y se basa en separar toda función que se vaya a crear en el programa en estos tres pilares.

Todo surgió de la necesidad de separar la administración de la base de datos con cualquier otro tipo de función en el programa, esto sin darme cuenta creaba una cuarta pata en el trípode que supone el MVC. Este fue uno de los motivos, pero el motivo principal fue menos precipitado, se iba creando un módulo cada vez que la lógica de una función necesitará un hueco donde encajar y ninguno de los módulos creados lo sostenía. Debido a mi forma de trabajar, me sentí cómodo de dividirlo así, creando inicialmente una estructura básica y modulada, pero no en exceso. Por un lado todo elemento relacionado con la base de datos, por otro lado todo cálculo matemático realizado en el programa y por ultimo toda función que intervenga en la interacción usuario-aplicación.

Esto tuvo en su momento sus inconvenientes, surgían funciones que encajaban en diferentes módulos debido a que igual era puramente visual, pero interactuaba con la base de datos, o llevaba a cabo unos cálculos para dibujártelos visualmente, por ello se llevo a cabo una serie de reglas sencillas:

* Si su finalidad es puramente visual – Vista
* Si realiza cálculos u operaciones matemáticas, indistintamente de si sea sobre la dieta -CalculosDieta
* Si interacciona y guarda datos en la base de datos -AdminBase
* Si mezcla alguna de estas funcionalidad, por ejemplo, guardar en la base de datos y mostrar por pantalla algo, se tendrá en cuenta cual es su principal finalidad, por ejemplo, se guardan estilos, que se cargaran automáticamente para el diseño del programa, obviamente su finalidad es puramente visual, y guardar en la base de datos una transacción necesaria.
* Cualquier Objeto, ventana, tabulación, etc. Que siempre vaya estar ahí al Main, pero sus modificaciones se repartirán entre los diferentes modulos.

Estas reglas, a día de hoy, han cumplido con todas las funciones que se han creado en el programa dando el resultado previsto.

# Librerías

## Pandas

La librería desarrollada por Wes McKinney, Pandas, es una librería usada para el tratamiento de los datos como estructuras. No fue la primera opción para este proyecto, debido a que este proyecto se enfoca en el análisis de datos, y no en el tratamiento de bases de datos, se decidió crea una base de datos local en un archivo Excel, la primera opción fue la librería “openpyxl”, la cual, es una librería de código abierto, que permite la carga y manejo de datos XLS, el problema vino que te devolvía objetos desestructurados difíciles de tratar, y complicaba él objetivo principal del proyecto, acto seguido basándome en él libro: LIBRO, decidí probar con Pandas, esta librería me permitía leer los datos de los archivos .XLS, en forma de dataframes. Esto simplificaba el análisis de los datos, permitiendo tratarles tanto como dataFrame como en forma de numpy.array, dicha librería será analizada a continuación.

## Numpy

Como ya he nombrado en varias ocasiones en este memoria, el libro: LIBROO, se basa principalmente en esta librería, como añadido, es la librería sobre la que he trabajado a lo largo de la carrera en cuanto a análisis de datos en Python, y la mas recomendada por los usuarios en la web, sobre esta librería se sustenta principalmente este proyecto, siendo la encargada, del tratamiento, procesamiento y calculo, de todos los datos que internamente realiza el programa.

## Interfaz gráfica

La librería utilizada para realizar y diseñar la interfaz gráfica fue Tkinter, tras buscar en diferentes páginas que encontraremos en la bibliografía, me decante por Tkinter debido a la falta de conocimientos en interfaces gráficas con Python, me decante por la mas fácil de aprender. Entre las opciones que baraje se encontraban: Tkinter, WxPython, PyQt y PyGTK.

Tkinter traía una serie de ventajas, entre ellas que viene preinstalada con Python, era fácil de aprender, y hay una documentación amplia y extensa. Pero también tiene sus desventajas, incluye pocos elementos gráficos, tiene un limitado control y la navegabilidad mas sencilla se hace complicada, y sobre todo lo que mas noto es su lentitud, cuanto mas elementos añadas, mas lento va la interfaz, no tiene alguna especie de cache o memoria que guarde lo que has “dibujado”, sino que los dibuja cada vez que salen en pantalla, lo hace sobre cada botón etiqueta, etc.

La segunda opción que se me paso por la cabeza, fue WxPython, tenia grandes ventajas, como la rapidez, la flexibilidad que este ofrecía y sobre todo su mayor ventaja son todas las opciones que tiene para crear una interfaz gráfica compleja y “profesional”, tras barajar, estas opciones y compararlas con las de Tkinter, me di cuenta que todo lo que te ofrecía WxPython, era innecesario para la interfaz tan simplista que necesitaba para mi proyecto, y el aprendizaje era más complejo, además de ser mas complicado encontrar información o documentación sobre esta librería. El mayor problema de esta librería era que tiene una comunidad muy activa, la cual, esta constantemente insertando cambios, esto era un problema para proyectos largos, pues creaba problemas de compatibilidad, pero para este proyecto, no era algo que me resultará un inconveniente.

El resto de librerías fueron descartadas, al poco de buscar información sobre ellas debido a que daban las mismas ventajas o similares que la WxPython, pero tenían mas inconvenientes, al menos para el tema que aborda este proyecto.

### Diseño

Se decidió realizar un diseño simple, sin complicaciones, ni laberintos internos de pura navegabilidad que haga del manual de usuario un mapa para guiarse a través del programa. Esta decisión trivial se llevo a cabo debido al principal objetivo del proyecto, el aprendizaje de la dietoterapia, esta aplicación esta, básicamente, orientada a todos los públicos, por lo que si se construye una aplicación tediosa, solo complicaría el uso y aprendizaje del usuario.

Se basa en un menú principal ramificado en tres vertientes: Usuario, Dieta y Registro ( en el programa aparecen con otros nombres, pues aquí se explica la lógica del diseño). En la vertiente usuario, esta la información del usuario y la posibilidad de cambiar dichos datos para un avance del programa. En la rama de la dieta, se encuentra el tronco principal de la aplicación, se muestra las recomendaciones alimenticias, a parte de darte libertad a la hora de escoger y decidir que deseas comer en el día de hoy. Por ultimo estaría el registro o historial, es decir todo aquello que necesites para llevar un registro de tu progreso y concienciar de esta manera al usuario.

Respecto a los colores, se decido un tema básico que no agote la vista del usuario, ni tenga múltiples colores deslumbrantes, da la posibilidad al usuario de elegir entre una serie de estilos predefinidos para que escoja el que mejor se ajuste a sus gustos y necesidades.

# Módulos

## CalculosDieta

### Introducción

Es el modulo principal sobre el que se sustenta el programa, hace todos los cálculos de recomendación, kilocalorías, repartos, etc.

En el manual del programador se extenderá mas sobre cada función, a continuación, se hará un breve comentario sobre cada función en base a la metodología.

### CalculoTMB, rapartoDeKcal y distribuciónDeMacronutrientes

Estas tres funciones trabajan de manera paralela, el **calculoTMB**, lo que hace es calcular el gasto calórico basal, de aquí se saca el objetivo diario, una vez calculada la cantidad de Kilocalorías diarias, se reparten las kcal (**repartoDeKcal** )según sea desayuno, almuerzo, merienda o cena, se reparten en base a unos porcentajes calculados en base a distintas fuentes de información encontrados a lo largo del estudio sobre el que se sustenta este proyecto, no son porcentajes exactos, Se distribuyen de la siguiente manera:

* Desayuno: 24,75% -- Alta carga calórica, es una de las tres comidas principales y la carga en la cual el cuerpo absorbe mejor los nutrientes.
* Almuerzo: 13,5% --Baja carga calórica, pero mayor que la merienda debido a la disposición del metabolismo por la mañana.
* Comida: 30,5% --Mayor carga calórica, por ser el eje central del día, y pese a los mitos que corren sobre el desayuno, es posiblemente la comida más importante del día.
* Merienda: 11,5% --Baja carga calórica, por ser una comida de paso y prescindible.
* Cena: 19,75% --Alta carga calórica pero con moderación, es una de las tres comidas principales, pero ocurre cuando el metabolismo esta mas ralentizado, por ello es la mas baja de las tres principales

A la par se calcula el número de Kilocalorías que se tiene que tomar de hidratos, grasas y proteínas, en base al tipo de dieta recomendable para tu patología en la función **distribuciónDeMacronutrientes**, Esta función toma como parámetros las kilocalorías diarias calculadas previamente por la función calculoTMB, y el tipo de dieta del usuario en base a su patología, y te devuelve una lista de los macronutrientes diarios, repartidos en gramos y las kilocalorías totales en el siguiente orden: ListMacDiarios [Kilocalorías, Hidratos, Proteínas, Grasas ], es importante saber que se dividen hidratos, proteínas y grasas, por 4,4 y 8 (respectivamente), para calcular los gramos, y luego de nuevo entre otro número que es la proporción que van a tener (una proporción normal, de una dieta normal sería: Hidrados:50%,proteínas:25%, grasas:25%.

## OrdMinimaDiferencia, formulDif, repartoKcalSobrantes

Son tres funciones que coexisten de alguna manera turnándose las interacciones con el programa. En verdad OrdMinimaDiferencia y formulDif, se usan juntas y se separaron para mayor claridad en caso de problemas, o posibles mejoras. Y repartoKcalSobrantes funciona independientemente, pero siempre de manera que cuando se llama a OrdMinimaDiferencia se llama a repartoKcalSobrantes.

**rapartoKcalSobrantes,** Recoge como parámetros la lista de kilocalorías por comida, la comida en la que nos encontramos y las kilocalorías totales. Se calcula de tal manera que según la comida en la que te encuentres, compara las kilocalorías que has comido con las que deberías haber comida y distribuye lo que sobre/falte entre el resto de las comidas.

Mientras que **OrdMinimaDiferencia** y **formulDif**, son el pilar base de esta aplicación, en cuanto al calculo de comidas se refiere, OrdMinimaDiferencia, coge como parámetros la lista de las comidas, el objetivo, el tipo de comida, lo que ya llevo comido y las kilocalorías diarias. En base a esto hace un calculo de lo que debería llevar de cada macronutriente concreto en cada comida concreta en el total del día(Siendo esto el sumatorio de las comidas anteriores), lo que debería llevar de cada macronutriente específico en esa comida específica, luego se recorre todas las comidas de las bases de datos calculando cual es la que mas se ajusta a lo que necesitamos, una vez cogemos la comida le pasamos todo lo calculado anteriormente, y se lo pasamos a **formulDif**, para llevar a cabo la fórmula, que consiste en:

INSERTAR FORMULA

Si los macronutrientes que debería llevar son mas de lo que en realidad llevo, sacamos la diferencia en base al macronutriente concreto, resto lo que debería llevar a lo que llevo, y dividiéndolo, entre los carbohidratos de la comida en la que nos encontramos, menos los datos del alimento que analizamos y más la resta de las kilocalorías que llevo menos las kilocalorías del alimento que se analiza.

De esta manera el resultado será mayor cuando la ausencia de ese macronutriente sea mayor, y por el lado del denominador, si las kilocalorías y macronutrientes del menú se ajustan a las necesidades del usuario, menos será este y mayor el resultado final. De esta manera se crea el mayor ajuste posible para el usuario.

Se suma el resultado de los 3 macronutrientes y se divide entre tres, creando así un valor por el que posteriormente se ordenará la lista provocando que las primeras recomendaciones sean las más adecuadas.

Cada vez que se elige una comida se hace el reparto de kilocalorías sobrantes y se recalcula el nuevo valor “diferencia”, en base a lo que el usuario a elegido.

## Gráficos

Para comenzar, he de transmitir me no del todo conformidad, respecto que al calculo de los gráficos este dentro de este módulo, pero debido al estado avanzado del proyecto, y la existencia de tres módulos, que siguen un patrón, base de datos, vista y cálculos, se decidió no romper esta estructura, y añadir estos cálculos a calculo dieta, y dividir los grafos en su parte visual (Que veremos a posteriori en el modulo VISTA) y su parte de cálculo1.

Hay dos tipos de gráficos por lo general, que buscan mostrar al usuario de manera clara y transparente su progreso a lo largo del uso del programa, dicho progreso se verá a través de la calidad, por ello, dividirlo en dos tipos de gráficos

Gráfico total, que hace una media de la calidad, es decir del como has comido en todo el día, del ultimo mes, y te lo muestra por pantalla, permitiéndote ver si hay mejora o no.

Los otros tipos de gráficos son por comida, una vez el usuario, vea su progreso general, este puedo mirar los gráficos del desayuno, comida, merienda… Así poder ver que comida le cuesta mas o menos de manera sencilla y clara.

## AdminBase y estructura de la base de datos

### Introducción

En este apartado hablaremos de como esta estructurada la base de datos, y de como se cargan, se guardan y se trabajan con los datos desde el módulo AdminBase, el cual, es un modulo bastante simple, necesario para el trato de datos.

### CargaBaseDeDatos y guardaDatos

Estas dos funciones cargan y guardan los datos de/en la base de datos respectivamente, como se decidió simular una base de datos con un Excel, se usa la librería Pandas, mencionada antes en este apartado para cargar las bases de datos en los respectivos arrays, nada más arrancar el programa, te guarda las tres bases de datos principales, Alimentos, usuarios, patologías e historial en cuatro vectores independientes, que se trabajaran con cada uno de ellos sin tener en cuenta al resto y se guarda el resultado de los cambios producidos durante la ejecución del programa.

Recordemos que estos cuatro valores se sacan de tres Excel diferentes, un Excel nombrado BaseDeDatosDeAlimentos que contiene la lista de alimentos y patologías, otro llamado BaseDeDatosUsuarios, en un principio estos dos estaban juntos, pero separarlos en dos Excel diferentes nos permite la mejor trata de datos a la hora del almacenamiento, y el historial, el cual lleva consigo un listado de las fechas y los usuarios como clave primaria, junto a todo lo que han comido ese día.

La base de datos se estructura en dos archivos Excel independientes, donde cada hoja seria lo equivalente a una colección de una base de datos, y cada fila seria un objeto dentro de dicha colección. A distinguir las siguientes hojas:

#### Alimentos

La hoja de alimentos, en verdad, sería una hoja de menús ya construidos los cuales tienen 10 campos, sobre los que actualmente se trabajan 8,pero se mantiene su estructura para posibles ampliaciones.

La clave primaria de esta colección sería el nombre, en un futuro esta pensado añadir un id, o depende la metodología de desarrollo de la base de datos, ese id se generaría de manera automática teniendo en cuenta que no sigue ningún tipo de normal en relación con el alimento.

Los campos son:

![](data:image/png;base64,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)

Nombre (PK), Calorías, Grasa, Saturadas (Sin uso), Hidratos, Azucares (Sin uso), Proteína, Tipo, LRE, Calidad

De los primeros siete campos no hay mucho mas que añadir, que lo que el propio nombre indica, no obstante, se hará una pequeña aclaración de los últimos tres.

El **tipo**, marca el tipo de comida que es, se pensó en que metodología usar, teniendo en cuanta que un mismo menú puede ser a la vez, desayuno, almuerzo y merienda, cena y comida, y un largo etc. Por ello se pensaron dos posibilidades, la primera poner la inicial, letra o nombre de la comida para la que valga ese menú, tratarlo como un array y descomponerlo en su debido momento, pero en el futuro caso de que se diera la posibilidad al usuario de editar un alimento de manera que no le apareciese entre una comida específica se complicaba algo más, y la segunda opción era tratarlo como una cadena de bits: desayuno-almuerzo-comida-merienda-cena, donde el valor 1 sería si es valido para esa comida y 0 si no lo es. Por ejemplo:

1-1-0-1-0

Significa que es desayuno, almuerzo y merienda, pero no comida o cena, luego esto se traduce en el número decimal, que en este caso sería 26.

El **LRE**, recibe ese nombre por un juego de palabras con la gestión de procesos de un sistema operativo LRU (last reciently used), pues lo que hace es llevar una métrica de la frecuencia con la que el usuario toma esa opción, literalmente significa “last reciently eat”.

La **Calidad**, como el propio nombre indica, es la calidad del alimento, es la variable de indicar la diferencia entre 100 kilocalorías de ensalada y 100 kilocalorías de azúcar, tiene un rango de valores entre el uno y el cuatro, siendo cuatro la peor calidad de todos, y uno por el contrario la mejor, la calidad va estrechamente relacionada con el umbral del momento y la comida dentro del programa, esta variable, empieza con el valor uno (siendo este el mas bajo posible) y según vas refrescando va aumentando para que las posibilidades de menú aumenten con el número de veces que refresques la comida. El umbral sirve para cribar del DataFrame de la comida que estemos trabajando, todos los alimentos cuya calidad sea superior al valor del umbral en el momento de selección, de esta manera se le complicará al usuario la posibilidad de hacer una mala elección a la hora de organizar su menú, además que se verá reflejado en el momento en la barra de progresión.

##### Añadir nuevos Alimentos

En el programa se incluirá la opción de poder añadir nuevos menús a la base de datos, cómodamente por parte del usuario, de esta manera, el usuario tendrá una mayor libertad a la hora de poner Menús típicos que se obvien hasta la fecha en el programa. Se le recordará la importancia de ser realista con la comida, para que el programa pueda seguir haciendo su función.

#### Usuarios

La hoja de usuarios alberga los datos de todos los usuarios que usan la aplicación la estructura de esta colección en si es muy básica y contiene toda la información necesaria para el calculo de la dieta, del usuario.

La clave primaria sería el DNI del usuario, el cual, se encuentra dentro del campo ID. La hoja se estructura de la siguiente manera:

Id (PK)-nombre-apellido-password-sexo-edad-altura-peso-actividad-patología (FK de la tabla Patologías) y tipo.

Tanto **id**, como **nombre**, **apellido** y **password**, son los datos privados del usuario, los cuales, son simplemente informativos y no tienen ningún valor adicional en el calculo de la dieta y los resultados. En cambio, el **sexo**, la **edad**, **altura**, **peso**, **actividad**, **patología** y **tipo**, influyen de manera directa con el calculo de la dieta, como pasaba en la hoja de alimentos en los primeros campos su nombre, explica su significado. A tener en cuenta, que el valor del campo **patología** es numérico para mayor privacidad y conexión con la base de datos de Patologías, pues es el id de cada patología y en base a su id se busca la información sobre dicha fila. En el caso de valer -1, significa que el usuario no tiene ningún tipo de patología y su uso es exclusivamente para el aprendizaje y seguimiento de la dietoterapia adecuada. La **actividad** tiene valores entre 0 y 4, donde cero significa el máximo nivel de sedentarismo y 4 el máximo nivel de actividad. Por ultimo el **tipo**, hace referencia, a los objetivos que el usuario tiene respecto a si mismo, si quiere mantenerse, subir de peso, o bajar.

#### Patologías

En esta hoja, la cual se encuentra dentro de las BaseDeDatosDeAlimentos, se encuentra la información básica de las patologías nombre, id, y el tipo de dieta que lleva alto o bajo en carbohidratos, proteínas o grasas. Esto se carga al inicio del programa, se checkea si el usuario padece alguna patología y se selecciona el tipo de dieta correspondiente.

### Guardar Todo

Función que se encarga de juntar en una única función el almacenamiento de todos los datos con los que se trabaja en esta herramienta. Dentro de esta función encontramos:

* guardarHistorial
* guardarUsuario
* guardarDatos

A continuación, daremos una breve explicación del ¿Por qué? en cada una.

#### guardarHistorial

Como el propio nombre indica, se encarga de almacenar las selecciones que hicimos en el mismo día en la base de datos. A través de la librería dateTime de Python sacamos el día de hoy, con la fecha en forma de cadena de caracteres y el DNI del usuario creamos la clave primaria, no se puede repetir dos veces esta combinación, si a la hora de guardar ya existe, se actualiza pero no se añade; se crea un objeto tipo DataFrame segregado del array menuDeHoy, y se escribe en el Excel “historial”.

#### guardarDatos

Mencionada en el apartado anterior, se encarga de guardar el groso de la aplicación, que es todos los cambios que hayas hechos en la aplicación respecto a la comida permitiendo que el programa poco a poco se vaya adecuando a los gustos y lo que mas come el usuario.

#### guardarUsuario

Guarda los datos del usuario. Se llama en dos ocasiones, cuando se guarda todo y cuando se edita la información del usuario. La primera vez, en la ocasión que se guarda todo, es redundante, se hace para tener un respaldo en caso de que al editar usuario se de algún fallo y no se guarde, en un principio, en el momento que edites la información del usuario y se pulse en “Aceptar y guardar”, se guardarían los datos.

### getXXXX

En este apartado se respaldaran las tres funciones que se encargan de dar la información de una fila concreta de una de las colecciones de la base de datos, estas tres funciones son:

* getFilaPatologia(patologíaID,hojaPatologia)
* getFilaUsuario(userId,HojaUsuarios)
* getFilaAlimento(NombreAlimento,HojaAlimentos)

## VISTA

### Introducción

Para empezar, recordar que se ha seguido una adaptación de la estructura típico MVC, donde se sustituye el modelo y el controlador propio y se tiene una vista adaptada, esto ya fue explicado al inicio de este apartado, a continuación me centrare en la vista

En el módulo vista se muestran, o llevan a cabo toda función que tendrá influencia en lo que el usuario ve, es decir, actualización de pantallas, muestra de datos, transacciones entre las dos ventanas principales, el cambio de los gráficos, etc.

El modulo vista contiene tres variables calves globales, que son el DNI del usuario (usr), la contraseña del usuario (contraseña) y la bandera. De los dos primeros poco hay que explicar, pero del ultimo sí, esto se hará en el siguiente apartado, junto a la debida explicación de las funciones que hacen uso de ello.

## Cambio y get bandera

Empezando por la función “cambio”, que se nombro de esta manera porque indica un cambio en la funcionalidad del programa, explicamos esto:

El programa sigue su curso, cuando se cierra la ventana de log-in, o acceso, según como se haya procesado la información en cambio cuando la ventana se cierra, el programa continúa con su normal ejecución o se cierra completamente.

Cambio comprueba que la combinación usuario y contraseña sea válida en caso de ser así cambia el valor de bandera a verdadero (True), indicando así que el acceso a sido un éxito, si no, la bandera seguirá a False, y se mostrara por pantalla un mensaje de error.

Cuando la tupla usuario y contraseña es validad cierra la pantalla de “log-in”, lo que hace que en el “main” se siga con su normal ejecución, lo cual lleva, de manera directa a una condición que comprueba que la bandera es verdadera, si lo es relanza la aplicación principal, sino cierra el programa, y se termina toda ejecución.

Como el propio nombre indica getBandera devuelve este valior al main.

### Intercambio entre frames

Como se mencionó en la introducción del módulo vista, dicho módulo no solo se encarga de la parte visual, sino de las transacciones conexas a estas. Para ello existe una función principal: **show\_frame**, la cual coge el frame que se quiere mostrar y la clase que instancia dicho frame (explicado extensamente en el módulo Main), y lo lanza a través de la propiedad de Tkinter, ‘tkraise’

### Seleccionar y refrescar

Sin duda alguna esto presento uno de los mayores retos de la aplicación debido a las deficiencias que presenta Python para construir interfaces gráficas, y dentro de dichas deficiencias generales, se añadía la dificultad que presentaba el simplismo de la librería tkinter para dichas interfaces.

Todo surgió de la necesidad de actualizar lo que se mostraba por pantalla cada vez que hacía una elección, pues si se quería sacar de este proyecto la mayor precisión posible del sistema de recomendación, cada elección, cada cambio de variable, debía suponer nuevas recomendaciones, esto en un principio parecía sencillo, pero Tkinter no permite la recarga de los datos, sino que al inicio del programa lo “dibuja”, todo de manera simultánea, impidiendo una actualización del frame cada vez que haya un cambio, por ello se crearon una serie de funciones, necesarias las cuales se engloban en una mayor, para que de una llamada realice todas las funciones necesarias. **seleccionarYActualizarResto**, esta función se encarga principalmente de actualizar todos los datos en pantalla, el menú que hemos comido hoy, ademñas de llamar a la función  **seleccionar**, la cual guarda la opción escogida y bloquea las posibles opciones, y acto seguido recorre las otros cuatro frames recalculando todas las listas, todas los resultados y sus respectivos LRE, etc.

Se ha decidido que para evitar errores de coherencia el programa solo actualizará aquellos frames no bloqueados por el método seleccionar, sacrificando un pequeño porcentaje de la precisión, para conseguir un funcionamiento mas fluido sin errores de compatibilidad o múltiples selecciones.

## Graficos

Hago una pequeña mención, pues esta parte del módulo de la vista es la continuación de los gráficos del módulo de los cálculos de la dieta, se basa en una función básica en la cual se le pasa el gráfico que se quiere usar con sus respectivos parámetros y se modifica al que ya estuviera siendo mostrado, esto permite mejor navegabilidad y una mejora en el rendimiento del programa.

### Editar usuario y estilo

Como pasaba con anterioridad con el calculo de los gráficos y el módulo calculosDieta, me encontré con la incertidumbre de en que parte de la estructura de programación desarrollada durante este programa podría meter el editar usuario y el estilo, pero siguiendo la lógica de la estructura usada en el programa se decidió meterlo en este módulo, pues la posibilidad de editar la información del usuario es otro frame diferente, en el cual la única parte que implica a otra cosa que no sea la vista, es en la persistencia de los datos, y dicha parte se delega al administrador de la base de datos, haciendo uso de las funciones pertinentes del programa.

En el caso de los estilos, si que se mezcla ligeramente la administración de la base de datos, con el diseño, es un punto intermedio, que fue difícil de categorizar, pero finalmente se decanto por la vista debido a que su finalidad es puramente visual, y en verdad interacciona mas con el usuario que con la propia base de datos. Se crea un pequeño archivo que contiene los colores bi-temáticos de la aplicación

## Main

Es la columna vertebral del programa, el cual, se encarga de cargar y procesar toda la información relevante que más adelante se va a ir editando en el programa, el main tiene una única función y el resto se divide en clases que se instancian en esta función.

La función principal hace de flujo de entrada y salida, donde un if condicional hace la función de interruptor permitiendo que la aplicación original, distribuida en clases se lance, o se cierre, como se ha explicado anteriormente.

Todo se basa en una especie de jerarquía de objetos, en el que el objeto principal (Menú principal), contiene otros tres objetos que estos a su vez contienen otros tantos, creando una simple estructura de árbol, entendible por cualquier programador.

De entre las tres subclases, instanciadas dentro del Menú principal (Usuario, Dieta, Historial), cabe destacar la de Dieta, pues esta a su ver tiene una clase por cada comida, estas clases son actualizadas constantemente en cuanto se hace algún cambio en el programa, esto es una abstracción del **patrón de diseño observador**, en el que las clases observan esperando el cambio para actualizar sus recomendaciones.

Se quiso evitar un main lioso con cosas que no son propias del dicho, por ello se separo en lo que es el main, y las clases las cuales, se encargan del funcionamiento principal del programa. De alguna forma, podríamos ver el main como los cimientos del programa completo, y los diferentes módulos, son los encargados de terminar de construir el programa.

# Herramientas

## Introducción

Una vez explicadas el por que de cada decisión que se ha tomado a lo largo del desarrollo del programa, y expuesto cada decisión meticulosamente, procurando que cualquier duda del lector respecto a como se ha trabajado quede resuelta; Nos centraremos en mencionar de manera breve, dando una ligera explicación del por qué, se han usado las herramientas que se han usado para el desarrollo del programa.

## Anaconda

Distribución de código abierto, la cual, esta indicada para el análisis, procesamiento y computo de datos, de Python y R, trae consigo una serie de programas y características entre los que destacaremos: Spyder y VisualCode

Sobre la razón, por la cual, se decidió usar anaconda es básica, la propia definición lo dice, a fin de cuentas, es una distribución para el análisis de datos con Python y R, lo cual, es de manera encubierta, el principal trabajo en este proyecto.

## Spyder

Entorno de desarrollo multiplataforma para Python, se incluye dentro del paquete de Anaconda, el cual, desde su propia prompt, te permite la descarga de librerías, para un rápido desarrollo siendo una herramienta potente e intuitiva para el trabajo diario. Debido a su sistema de reconocimiento de clases, y su capacidad de ejecutar desde el propio programa el proyecto, se convierto en el entorno de desarrollo principal de todo el programa.

## VisualCode

Al igual que Spyder, es un entorno de desarrollo incluido en el paquete de anaconda, con la diferencia de que VisualCode, es ampliamente utilizado por la comunidad de programadores para múltiples lenguajes, y frameworks, como angular2, javascript, c3, Python, ect.

Se pensó largo y tendido sobre que entorno utilizar entre Spyder y VisualCode, y durante los primeros periodos de la aplicación, se turnaron ambos sin ninguna razón aparante, con el tiempo, me sentí más cómodo trabajando con Spyder, y lo fui adoptando como entorno principal, delegando en VisualCode la tarea de hacer debug, debido a la notable mejora que este presenta sobre Spyder.

Indicar que antes de empezar se probaron varios entornos como NoteBook, PyCharm, y eclipse añadiendo el API de Python, pero se acabo decantando por estas dos herramientas nombradas anteriormente.

## GitHub

Proyección de la metodología GIT para el almacenamiento y control de versiones, sin duda GIT es actualmente la estructura más usada en el mundo de la programación, y GitHub, una de las herramientas más conocidas y valoradas que hay. Con el tiempo, fue mi mayor aliado, permitiéndome recuperar antiguas versiones con el programa era corrompido por algún error lógico, y dando una seguridad de soporte sobre el desarrollo del proyecto.

## GitKraken

Potente interfaz gráfica multiplataforma desarrollada por Electron, que nos permite controlar de forma sencilla y cómoda nuestro repositorio GitHub, permitiendo que el uso y control del GitHub fuera más ameno y rápido, sin duda es una de las mejores aplicaciones que he probado, y de las que mas me han ayudado a lo largo del proyecto.